A tuple in Python is similar to a [list](https://www.programiz.com/python-programming/list). The difference between the two is that we cannot change the elements of a tuple once it is assigned whereas we can change the elements of a list.

A tuple is created by placing all the items (elements) inside parentheses (), separated by commas. The parentheses are optional, however, it is a good practice to use them.

A tuple can have any number of items and they may be of different types (integer, float, list, [string](https://www.programiz.com/python-programming/string), etc.).

# Different types of tuples

# Empty tuple

my\_tuple = ()print(my\_tuple)

# Tuple having integers

my\_tuple = (1, 2, 3)print(my\_tuple)

# tuple with mixed datatypes

my\_tuple = (1, "Hello", 3.4)print(my\_tuple)

# nested tuple

my\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))print(my\_tuple)

****Output****

()

(1, 2, 3)

(1, 'Hello', 3.4)

('mouse', [8, 4, 6], (1, 2, 3))

A tuple can also be created without using parentheses. This is known as tuple packing.

my\_tuple = 3, 4.6, "dog"print(my\_tuple)

# tuple unpacking is also possible

a, b, c = my\_tuple

print(a) # 3print(b) # 4.6print(c) # dog

****Output****

(3, 4.6, 'dog')

3

4.6

dog

Creating a tuple with one element is a bit tricky.

Having one element within parentheses is not enough. We will need a trailing comma to indicate that it is, in fact, a tuple.

my\_tuple = ("hello")print(type(my\_tuple)) # <class 'str'>

# Creating a tuple having one element

my\_tuple = ("hello",)print(type(my\_tuple)) # <class 'tuple'>

# Parentheses is optional

my\_tuple = "hello",print(type(my\_tuple)) # <class 'tuple'>

****Output****

<class 'str'>

<class 'tuple'>

<class 'tuple'>

## Access Tuple Elements

There are various ways in which we can access the elements of a tuple.

### **1. Indexing**

We can use the index operator [] to access an item in a tuple, where the index starts from 0.

So, a tuple having 6 elements will have indices from 0 to 5. Trying to access an index outside of the tuple index range(6,7,... in this example) will raise an IndexError.

The index must be an integer, so we cannot use float or other types. This will result in TypeError.

Likewise, nested tuples are accessed using nested indexing, as shown in the example below.

# Accessing tuple elements using indexing

my\_tuple = ('p','e','r','m','i','t')

print(my\_tuple[0]) # 'p' print(my\_tuple[5]) # 't'

# IndexError: list index out of range# print(my\_tuple[6])

# Index must be an integer# TypeError: list indices must be integers, not float# my\_tuple[2.0]

# nested tuple

n\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))

# nested indexprint(n\_tuple[0][3]) # 's'print(n\_tuple[1][1]) # 4

****Output****

p

t

s

4

### **2. Negative Indexing**

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on.

# Negative indexing for accessing tuple elements

my\_tuple = ('p', 'e', 'r', 'm', 'i', 't')

# Output: 't'print(my\_tuple[-1])

# Output: 'p'print(my\_tuple[-6])

### **3. Slicing**

We can access a range of items in a tuple by using the slicing operator colon :.

# Accessing tuple elements using slicing

my\_tuple = ('p','r','o','g','r','a','m','i','z')

# elements 2nd to 4th# Output: ('r', 'o', 'g')print(my\_tuple[1:4])

# elements beginning to 2nd# Output: ('p', 'r')print(my\_tuple[:-7])

# elements 8th to end# Output: ('i', 'z')print(my\_tuple[7:])

# elements beginning to end# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')print(my\_tuple[:])

****Output****

('r', 'o', 'g')

('p', 'r')

('i', 'z')

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

Slicing can be best visualized by considering the index to be between the elements as shown below. So if we want to access a range, we need the index that will slice the portion from the tuple.

![Element Slicing](data:image/jpeg;base64,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)Element Slicing in Python

## Changing a Tuple

Unlike lists, tuples are immutable.

This means that elements of a tuple cannot be changed once they have been assigned. But, if the element is itself a mutable data type like a list, its nested items can be changed.

We can also assign a tuple to different values (reassignment).

# Changing tuple values

my\_tuple = (4, 2, 3, [6, 5])

# TypeError: 'tuple' object does not support item assignment# my\_tuple[1] = 9

# However, item of mutable element can be changed

my\_tuple[3][0] = 9 # Output: (4, 2, 3, [9, 5])print(my\_tuple)

# Tuples can be reassigned

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')print(my\_tuple)

****Output****

(4, 2, 3, [9, 5])

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

We can use + operator to combine two tuples. This is called ****concatenation****.

We can also ****repeat**** the elements in a tuple for a given number of times using the \* operator.

Both + and \* operations result in a new tuple.

# Concatenation# Output: (1, 2, 3, 4, 5, 6)print((1, 2, 3) + (4, 5, 6))

# Repeat# Output: ('Repeat', 'Repeat', 'Repeat')print(("Repeat",) \* 3)

****Output****

(1, 2, 3, 4, 5, 6)

('Repeat', 'Repeat', 'Repeat')

## Deleting a Tuple

As discussed above, we cannot change the elements in a tuple. It means that we cannot delete or remove items from a tuple.

Deleting a tuple entirely, however, is possible using the keyword [del](https://www.programiz.com/python-programming/keyword-list" \l "del).

# Deleting tuples

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# can't delete items# TypeError: 'tuple' object doesn't support item deletion# del my\_tuple[3]

# Can delete an entire tupledel my\_tuple

# NameError: name 'my\_tuple' is not definedprint(my\_tuple)

****Output****

Traceback (most recent call last):

File "<string>", line 12, in <module>

NameError: name 'my\_tuple' is not defined

## Tuple Methods

Methods that add items or remove items are not available with tuple. Only the following two methods are available.

Some examples of Python tuple methods:

my\_tuple = ('a', 'p', 'p', 'l', 'e',)

print(my\_tuple.count('p')) # Output: 2print(my\_tuple.index('l')) # Output: 3

****Output****

2

3